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\textbf{A R T I C L E  I N F O}

\textbf{A B S T R A C T}

In many real resource access scenarios, the parties who require to establish communication may be unable to effectively identify and verify some authentication messages of the other party due to the use of completely different cryptography settings, making it difficult to authenticate each other in such scenarios. We usually define the above-mentioned problem as “cross-domain authentication”. Although many research works have been devoted to solving the problem of entity authentication for cross-domain communication, the problem of “incomplete cross-domain” widely exists in existing works. Existing solutions based on some common underlying cryptography foundations greatly limit the application of such cross-domain authentication schemes. In order to solve the problem of “incomplete cross-domain”, this paper proposes a thoroughly cross-domain authentication scheme based on blockchain technology, which can be used by participants from different domains that adopt totally different settings. Our security analysis demonstrates that the scheme is provably secure in the standard model and the experimental results show the efficiency of our scheme.

\textsuperscript{a} Corresponding authors.

1. Introduction

1.1. Background

To prevent an impostor from impersonating a legitimate entity to acquire the access privilege, a method for identity authentication is needed in the communication process [1]. In practice, especially in the distributed network environment, to protect the resources and facilitate centralized management of users belonging to the same organization, each organization will form an independent trust domain [2] (e.g., Organization A and Organization B in Figure 1). In the above scenario, every trust domain would have its users and resources (e.g., Server A\textsubscript{1} and Device A\textsubscript{2} for Organization A). However, user or device (e.g., Device A\textsubscript{2}) from a specific domain may need a variety of resources that may not be offered by a single domain, one domain has to request another domain or multiple domains. To prevent attacks initiated by unknown identity devices, identity authentication is required in the process of cross-domain communication.

There are many practical scenarios for cross-domain authentication, such as cross-domain authentication over wireless local area networks (WLANs) [3], device authentication in Multi-Domain Home Networks [4] and cross-domain authentication for medical system [5]. To solve the problem of cross-domain authentication, many solutions have been proposed. In summary, these solutions can be divided into three categories: PKI (Public Key Infrastructure)-based scheme, IBE (Identity-Based Encryption)-based scheme, and recently introduced blockchain-based work. Existing PKI-based schemes mainly rely on the certificate authority (CA) to manage digital certificates for users [6], which may lead to a high cost of certificate management, and more, such PKI-based schemes may not scale well [7]. By removing the transmission, verification, and maintenance of the certificate, the IBE-based scheme [8] tends to be a potential solution for cross-domain authentication. However, designing an efficient, secure and lightweight IBE-based scheme remains challenging. By introducing blockchain to cross-domain authentication, the blockchain-based work can achieve the goal of cross-domain authentication more effectively and safely. However, all the schemes mentioned above require users to adopt a common cryptographic settings such as the same hash algorithm or signature algorithm, which can be a barrier when users coming from different cryptographic settings wish to communicate with each other [9].

In this paper, we suggest the “thoroughly cross-domain” referring to the cross-domain scheme allows different domains to adopt various cryptographic settings such as different hash algorithms and signature algorithms, and the “incompletely cross-domain” refers to opposite meaning. Aiming at tackling the challenge of “incompletely cross-domain”, we propose the first
blockchain-based thoroughly cross-domain authentication scheme (we call it BTCAS) which allows users to come from different cryptographic settings without relying on Trusted Third Party (TTP).

1.2. Technical contributions

To better counteract the problem of “incompletely cross-domain”, inspired by [9], the first blockchain-based thoroughly cross-domain authentication scheme (BTCAS) is proposed in this paper. In BTCAS, participants from different domains (with various cryptographic settings) communicating over an insecure channel can establish a trust relationship with each other. Our detailed contributions are as follows:

1) We propose the first blockchain-based thoroughly cross-domain authentication scheme (BTCAS), which can perfectly solve the challenge of “incompletely cross-domain”. In general, a TTP needs to be introduced because cryptographic settings adopted by participants may be different. While in BTCAS, the participants coming from different domains can directly call the chaincode which has been installed in the blockchain network to independently perform the calculation such as digital signature or hash. In this way, the reliability of the returned result can be ensured while getting rid of the introduction of TTP.

2) Our scheme can massively reduce the computation burden of the authentication server since all the verification calculations of our scheme are performed by chaincode. In the process of cross-domain authentication, the authentication server just needs to send some query messages to chaincode to get the authentication result.

3) We formally analyzed the proposed BTCAS and it is provably secure in the standard model.

1.3. Outline

The rest of this paper is organized as follows. In Section 2, we revisit the related works to cross-domain authentication. Section 3 presents the related theoretical knowledge, such as blockchain technology, signature scheme, and hash function. The system model and proposed scheme are shown in Section 4. Section 5 and Section 6 present the security and performance of BTCAS respectively. Finally, we draw our conclusions in Section 7.

2. Related work

Over the past several years, there has been a lot of works on cross-domain authentication. There are two strands of research related to this paper.

Traditional solutions. Based on traditional PKI, in order to achieve the goal of cross-domain authentication, a two-layered PKI model was proposed in [4] which are the Global PKI layer and Local PKI layer to realize a scalable, efficient registration and authentication. However, as a typical hierarchical structure, the breakdown of the Global PKI layer will incur disastrous destruction [10]. A bridge CA cross-certification model (BCA) was introduced and analyzed in [11] where the trustworthy independent node BCA can establish trust relationships with other non-related CAs. This BCA-based model can reduce the number of possible certificate paths, but the breakdown of BCA is also a fatal to the whole system. Later, Zhang et al. [12] presented a novel distributed trust model based on a virtual BCA which has the same advantages as the traditional BCA model but requires no cost of the physical BCA. However, all of the PKI-based schemes [4,11,12] necessitate the need for certificate authority (CA) to store, issue, and manage the digital certificates for each user [6].

Based on identity-based encryption (IBE), McCullagh et al. [13] proposed an efficient cross-domain two-party construction. In 2010, Cao et al. [14] introduced a more efficient protocol that minimizes message exchange time with no extra cost. Both works [13,14] can handle the problem of certificate management and transmission overhead existing in traditional PKI-based schemes. However, the requirement of the TTP (e.g., PKI) and the problem of “incompletely cross-domain” may be a bottleneck when applied in practical scenarios. Recently, Yuan et al. [15] realized a key agreement protocol between the PKI domain and the IBC (identity-based cryptography) domain, but their protocol still requires that all the participants use parameters from the same cryptographic settings, which is still “incompletely cross-domain”.

Based on indistinguishability obfuscation, in 2016, Lan et al. [9] proposed a one round cross-domain group key exchange protocol which solved the problem of “incompletely cross-domain”. The basic idea of this protocol is the following: 1) Setup phase: a TTP chooses a key for a constrained PRF (pseudorandom function) and publishes a program indistinguishability obfuscator for PRF as the global agreed domain parameter; 2) Group key change phase: each party P generate a signature of a random x using his own signature scheme, then broadcast the signature. 3) Group key generation phase: By running PRF on the input of concatenation of identity P and x, the session key obtained. However, a TTP is also needed in their protocol in the setup phase.

Blockchain based solutions. The emergence of blockchain technology [16] and Smart Contract [17] further simplifies the cross-domain authentication process. In [18], by storing the hash value of domain root CA certificate into the blockchain, Zhou et al. proposed a cross-domain authentication scheme compatible with the current PKI system, which not only improves the efficiency of the authentication process but also enhances the scalability. A similar authentication scheme was proposed in [19], which added the digital signature algorithm based on SM9 into the authentication process to further improve the security. In the resource sharing scenarios between different companies or institutions, Wang et al. [20] proposed a cross-domain framework based on consortium blockchain technology, its basic idea is also similar to [18]. By introducing blockchain to the environment of IoT and cloud, secure authentication of IoT devices and cloud identity management are implemented respectively in [21] and [22]. To solve the problem of cross-data center authentication for distributed VFS, Yao et al. [23] proposed a blockchain-assisted lightweight anonymous authentication mechanism. Subsequently, an anonymous cross-domain authentication scheme for the medical PKI system was designed in [5] and a novel blockchain-based cross-domain authentication scheme for Wi-Fi access was introduced in [24]. By replacing the TTP with blockchain and storing the data which needs to retain integrity to the blockchain, the schemes [5,18–24] are safer and more efficient than the traditional solutions mentioned before. But all of the schemes do not take advantage of the Smart Contract which can operate safely and independently of third-party control, and above all, they all suffer from a common problem of “incomplete cross-domain” that all participants are required to adopt the same cryptographic setting.

3. Preliminaries

In this section, we mainly introduce the basic theoretical knowledge involved in our paper. We start by providing a brief introduction to the blockchain technology and explain why the consortium blockchain is chosen as the basis of our scheme instead of the private chain or public chain. Then we briefly recall the definitions of the cryptographic primitives essential for our study.
3.1. Blockchain technology

Blockchain technology was first introduced in [25] as the underlying technology of Bitcoin. Afterward, the advent of other cryptocurrencies, like Ethereum [26] and Zcash [27], accelerated the development of blockchain technology. A blockchain is fundamentally a distributed, shared, and immutable database ledger that stores transactions across a peer-to-peer (P2P) network [28]. Blockchain technology combines a series of computer and cryptography technologies, such as distributed storage, peer-to-peer communication, consensus mechanisms, and asymmetric cryptographic algorithms, to achieve a highly trusted network that does not require the participation of TTP [29]. As shown in Table 1, the blockchain systems can be categorized roughly into three types [16] such as Public Blockchain (e.g., Ethereum [26]), Private Blockchain and Consortium Blockchain (e.g., Hyperledger [30]) according to whether the network has access permission mechanisms and whether the subject with control rights is concentrated.

Currently, the research works based on blockchain technology mainly utilize the following three characteristics:

1) The data stored on the blockchain are immutable and thus trustworthy;
2) The transaction on the blockchain can be retrieved;
3) Some blockchain platforms (e.g., Ethereum [31]) implement the Smart Contract [17], which is a computerized transaction protocol that executes in terms of the contract. Because smart contracts allow us to have general-purpose computations occur on the chain [32], users can do more with the blockchain. Although the Smart Contract is not exempt from all risks [33], we usually assume that it is sufficiently secure for executing the agreed clauses.

Considering the functional requirements of our cross-domain authentication scheme: 1) The scope of consensus is across organizations; 2) The efficiency and scalability of blockchain should be acceptable; 3) The Smart Contract involved in the blockchain should be functional so as to support the calculation of basic cryptographic algorithms like digital signature and hash function. In summary, we chose to design the BTCAS based on the consortium blockchain.

As a typical consortium blockchain - HyperLedger [30] is a distributed ledger technology framework dedicated to the development of cross-industry commercial blockchain platform technology. Compared with the public chain like Bitcoin or Ethereum, HyperLedger integrates the Membership Service Provider (MSP) and has better performance [34]. It’s worth noting that the Smart Contract involved in HyperLedger is implemented by Go language [35], which means the developers can implement any logic implemented by Go language under the top of HyperLedger. And the Hyperledger allows the client to subscribe to custom events produced by a chaincode, the client will catch the event once the ledger is updated.

3.2. Signature scheme

A generic digital signature scheme is a tuple of probabilistic polynomial-time algorithms $\text{SIG} = (\text{Gen}, \text{Sign}, \text{Verify})$ [36]. The key generation algorithm $(pk, sk) \leftarrow \text{Gen}(1^\lambda)$ outputs a public key $pk$ used to verify the signature and a secret key $sk$ used to sign the signature on input of security parameter $\lambda$. The signing algorithm $\sigma \leftarrow \text{Sign}(sk; m)$ generates a signature $\sigma$ responds to a message $m$ from specific message space with the input of $sk$. Given a signature $\sigma$, a message $m$ and a public key $pk$, the verification algorithm $\text{Verify}(pk; m; \sigma)$ returns 1 if $\sigma$ is a valid signature of $m$, and 0 otherwise.

**Correctness.** For every $\lambda$, every $(pk, sk) \leftarrow \text{Gen}(1^\lambda)$, and every message $m$ from specific message space, we require that $\text{Verify}(pk; m; \text{Sign}(sk; m)) = 1$.

**Security.** Consider the following experiment $\text{Expt}_{A, \text{SIG}}^{\text{forge}}(1^\lambda)$ played between a challenger $A$ and an adversary $A$.

1. Challenger $C$ obtains $(pk, sk)$ by running $\text{Gen}(1^\lambda)$.
2. Adversary $A$ is given $pk$, and can query arbitrary $m$ to challenger $C$. Challenger $C$ returns a signature $\sigma = \text{Sign}(sk; m)$.
3. Adversary $A$ then outputs $(m; \sigma)$, the output of the experiment is 1 if $m \not= \emptyset$ (denotes the messages queried by adversary $A$ during the execution) and $\text{Verify}(pk; m; \sigma) = 1$.

**Definition 1.** We say that the signature scheme $\text{SIG} = (\text{Gen}, \text{Sign}, \text{Verify})$ is existentially unforgeable under an adaptive chosen-message attack if for any polynomial-time adversary $A$, there exists a negligible function $\text{negl}()$ such that

$$\Pr[\text{Expt}_{A, \text{SIG}}^{\text{forge}}(1^\lambda) = 1] \leq \text{negl}(\lambda)$$

3.3. Hash function

A general hash function which compresses an arbitrary-length strings to fixed-length strings includes a pair of polynomial-time algorithms $(\text{Gen}, H)$ [37]. Algorithm $\text{Gen}$ outputs a key $\text{sk}(\lambda)$ with the input of security parameter $1^\lambda$. And there exists a polynomial $t$ such that polynomial-time algorithm $H$ outputs $H^t(x) \in \{0, 1\}^{\kappa(x)}$ on input of any string $x \in \{0, 1\}^*$ and a key $\text{sk}(\lambda)$.

**Security.** The security is defined against the following experiment $\text{Expt}_{A, \text{SIG}}^{\text{preimage}}(1^\lambda)$ played between an attacker $A$ and a challenger $C$.

1. The challenger $C$ generates a key $\text{sk}(\lambda) \leftarrow \text{Gen}(1^\lambda)$ and a value $x$, the adversary $A$ receives $\text{sk}(\lambda)$ and $x$ as input.
2. The adversary $A$ outputs $x'$ ($x' \neq x$).
3. The output of the experiment is 1 if and only if $H^t(x) = H^t(x')$.

**Definition 2.** We say that a hash function $\text{HASH} = (\text{Gen}, H)$ is second preimage resistant if for any probabilistic polynomial-time adversaries $A$ there exists a negligible function $\text{negl}()$ such that

$$\Pr[\text{Expt}_{A, \text{SIG}}^{\text{preimage}}(1^\lambda) = 1] \leq \text{negl}(\lambda)$$

**Definition 3.** $\text{Preimage resistance}$ [37]. The hash function $\text{HASH} = (\text{Gen}, H)$ is preimage resistant if the following two conditions hold:

1. Easy to compute: There exists a polynomial-time algorithm $M_H$ such that on input any $x \in \{0, 1\}^*$, $M_H$ outputs $H^t(x)$.
2. Hard to invert: For any probabilistic polynomial-time algorithm $A$, there exists a negligible function $\text{negl}()$ such that

$$\Pr[\text{A}(H^t(x)) \in H^{-1}(H^t(x))] \leq \text{negl}(\lambda)$$

where the probability is taken over the uniform choice of $x$ in $\{0, 1\}^{\lambda}$, any $\text{sk}(\lambda) \leftarrow \text{Gen}(1^\lambda)$ and the random coin tosses of $A$.  


4. Design of BTCAS

At the very beginning, we give the symbols and their corresponding meanings which will be involved in the following work as shown in Table 2. In this section, we will present the system model (in Section 4.1), then we will introduce our Blockchain-Based Thoroughly Cross-Domain Authentication Scheme (BTCAS) in detail, which involves initialization of the system (in Section 4.2), intra-domain authentication (in Section 4.3) and the most important part: cross-domain authentication (in Section 4.4). To explain briefly and accurately, we take the cross-domain authentication process between users from domain A and domain B as an example.

4.1. System model

In order to achieve the goal of thoroughly cross-domain authentication, we design a thoroughly cross-domain authentication system model based on blockchain as shown in Figure 2, which consists of domains, authentication servers, users, and a blockchain network.

**Domain**: We define a domain as a trust scope that users in the same domain trust each other. As shown in Figure 2, the domains are represented by Domain A and B. The trust scopes of different domains are independent, and we also indicate that different domains may adopt different cryptographic settings.

**Authentication Server**: The authentication server mainly processes authentication requests from users in the same (intra-domain authentication) or different (cross-domain authentication) domains, each domain has only one authentication server. As shown in Figure 2, the authentication servers in domains A and B are represented by $AS_A$ and $AS_B$ respectively.

**User**: The user can be described as entity that owns specific resources within a domain and may need to access other users in other domains. As shown in Figure 2, the users in domains A and B are represented by $U_A$ and $U_B$.

**Blockchain Network**: As shown in Figure 2, after being permitted, the authentication servers and users from different domains join the blockchain network and can interact with blockchain network. Our cross-domain authentication system model is built on the top of the consortium chain Hyperledger.

### Table 2
The description of protocol symbol

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Symbol description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$U_i$</td>
<td>The $i$-th User of Domain X</td>
</tr>
<tr>
<td>$AS_X$, $AS_Y$</td>
<td>Authentication server in domain X and Y</td>
</tr>
<tr>
<td>CC</td>
<td>The chaincode deployed on the blockchain</td>
</tr>
<tr>
<td>$pk_z$, $sk_z$</td>
<td>Public key and private key of Entity Z</td>
</tr>
<tr>
<td>$Sign_X$</td>
<td>Signature algorithm used in Domain X</td>
</tr>
<tr>
<td>$Hash_X$</td>
<td>Hash algorithm used in Domain X</td>
</tr>
<tr>
<td>$</td>
<td></td>
</tr>
<tr>
<td>$(m_1</td>
<td>m_2)$</td>
</tr>
</tbody>
</table>

![Fig. 1. The Scene of Cross-Domain Communication.](image1)

![Fig. 2. Thoroughly cross-domain authentication system model](image2)
4.2. Initialization

In the initialization phase of our system, the public and private keys for all entities in domains A and B are generated, the blockchain network is established, the chaincode is deployed and the cryptographic settings information adopted by a certain domain is stored in the blockchain network. This phase is executed only once.

Step 11: The establishment of the public and private key.
All entities in domain A and domain B, including the authentication servers and all users, initialize their public and private keys according to the cryptographic setting adopted in that domain.

Step 12: The establishment of blockchain network and deployment of chaincode.
After being permitted, ASa and ASb join the blockchain network, and the chaincode CC will be deployed to the blockchain. The deployed chaincode CC designed by us includes three functions, each function can be triggered with its function identifier (its name) and the necessary parameters:

- **PublishDomain**: HashX(pkASa), SignX, HashX): this function handles domain cryptographic settings information storage requests coming from authentication servers which joined the blockchain network beforehand. It can be triggered with a function identifier PublishDomain and the enumerated parameters, where HashX(pkASa) is the hash value of the pkASa, SignX and HashX represent the signature and hash algorithm adopted in domain X respectively.

- **PublishUser**: HashX(pkU), HashX(pkASa), state): this function handles user identity information storage requests coming from authentication servers which joined the blockchain network beforehand. It can be triggered with a function identifier PublishUser and the enumerated parameters, where HashX(pkU) and HashX(pkASa) represent the hash value of pkU and pkASa which calculated by hash algorithm adopted in domain X, state indicates whether the user identity information is available.

- **Verify**: pkU, SignX(skU), N, HashX(pkASa)): this function handles user identity verify request coming from authentication servers which joined the blockchain network beforehand. It can be triggered with a function identifier Verify and the enumerated parameters, where pkU represents the public key of pu, SignX(skU): N is the signature of N with the signature algorithm SignX, N is a random number and HashX(pkASa) indicates the hash value of pkASa.

Step 13: Store the domain cryptographic settings information to blockchain.
In this step, we store the domain cryptographic settings information (HashX(pkASa), SignX, HashX) to blockchain, here are the details:

AS X: After joined the blockchain network, in order to store the domain cryptographic settings information of domain X to blockchain network, ASX sends a request (PublishDomain, (HashX(pkASa), SignX, HashX)) to CC.

CC: Upon receiving the request (PublishDomain, (HashX(pkASa), SignX, HashX)) from ASX, CC executes function PublishDomain(HashX(pkASa), SignX, HashX) to process the request. Inside this function, CC stores the tuple to blockchain network as the form of key-value pair (HashX(pkASa), SignX, HashX).

4.3. Intra-domain authentication

To manage the user identity within a domain in a more granular manner, similar to the process of the traditional CA, the operations of users’ identity in our scheme also involve the process of Application, Verification, Update, and Revocation.

**Application.** In the phase of application, all users Ux in domain A and domain B send an identity application to ASX of that domain for identity register. The format of identity application is (pkU, application, σ), where pkU is the public key of Ux, status = “application” means this message is a request for authentication, σ = SignX(skU; HashX(pkU)) is the signature of HashX(pkU) signed by Ux.

**Verification.** Upon receiving and verifying the message from Ux, ASX will store or update the user’s identity information to the blockchain, and register or revoke the identity in the blockchain network for users as follows:

1. ASX authenticates the message:
   - Check whether the message is in the correct format.
   - Verify the correctness of the user’s signature.

2. If any of the above verifications fails, ASX reports failure to Ux and aborts. Otherwise, ASX will check the status:
   - Status = “application”: After checking that the pkU has never been registered before (otherwise reports failure and aborts), ASX sets pk = pkU, state = “true”, and registers a new identity in the blockchain network for Ux.
   - Status = “update”: After checking that the pkU has never been registered before (otherwise reports failure and aborts), ASX sets pk = pkU, state = “true “.
   - Status = “revocation”: ASX sets pk = pkU, state = “false”, and revokes the identity in the blockchain network for Ux.

3. ASX stores the identity information of Ux to blockchain:
   - Compute h = HashX(pk) using the hash algorithm HashX adopted in domain X.
   - ASX initiates a blockchain transaction to send user identity information storage request (PublishUser[h, HashX(pkU), state]) to CC. Upon receiving the request from ASX, CC executes function PublishUser[h, HashX(pkASa), state] to store user identity information to blockchain as the key-value pair format (h HashX(pkASa), state).

**Update.** When updating the identity information out of some requirements, Ux needs to submit an identity update request(pkU, pkU, update, σ1, σ2) to ASX, where pkU and pkU indicate the old and new public key of Ux, status = “update” means this is an update request, σ1 = SignX(skU; HashX(pkU), pkU || pkU), σ2 = SignX(skU; HashX(pkU)).

**Revocation.** Before the leaving of Ux from domain X, the identity revocation request must be submitted to the ASX to revoke the identity information which stored in the blockchain, the user’s identity in the blockchain network also need to be revoked. The format of identity revocation request is (pkU, revocation, σ), where pkU is the public key of Ux, status = “revocation” means that this message is a request for revocation, σ = SignX(skU; HashX(pkU)) is the signature of HashX(pkU) signed by Ux.

4.4. Cross-domain authentication

As shown in Figure 3, our blockchain-based cross-domain authentication protocol comprises six steps which are Step C1-C6 below and among these steps, Step C5 (Verification) executed by chaincode CC is the most important and intricate part of our protocol. During the whole cross-domain authentication process, we should note that AS just needs to do simple interactions with Ux and CC to authenticate Ux, all the complicated calculations will be executed by CC which is the reason why our BTCAS can reduce the burden of the authentication server. The specific authentication process between Ux and AS is as follows.

**Step C1:** Ux requests AS to authenticate.
Fig. 3. Cross-domain authentication protocol

C1 Ask ASs for authenticating
C2 Send N
C3.1 Compute \( \sigma = \text{Sign}_s(\text{sk}_s, N) \)
\[ h = \text{Hash}_s(\text{pk}_{As}) \]
C3.2 Send \( (pk_{As}, \sigma, h) \)
C4 Send \( (\text{Verify}_s(pk_{As}, \sigma, N, h)) \)
C5.1 Get \( (\text{Sign}_s, \text{Hash}_s) \)
C5.2 Verify \( \sigma \)
C5.3 Get \( (\text{Hash}_s(pk_{As}), \text{state}) \) to check if \( \text{Hash}_s(pk_{As}) = h \land \text{state} = \text{“true”} \)
C5.5 Send validation result : \text{VerRes}
C5.6 Send authentication event

Fig. 4. Caliper throughput and average transaction latency of BTCAS in different network environments

(a) Throughput of Invoke operation
(b) Avg latency of Invoke operation
(c) Throughput of Query operation
(d) Avg latency of Query operation
Step C2: Upon receiving authenticate request from $U_A$, $AS_B$ responds to $U_A$ with a random number $N$ which obtained by running RandomGen$(1^k)$.

Step C3: Upon receiving $N$ from $AS_B$, $U_A$ performs the following:
1. $U_A$ computes $\sigma = \text{Sign}_A(sk_{U_A}; N)$.
2. $h = \text{Hash}(pk_{AS_B})$.
3. $U_A$ sends $(pk_{U_A}, \sigma, h)$ to $AS_B$.

Step C4: In this step, $AS_B$ initiates a blockchain transaction to send the following messages: the function identifier Verify which is waiting to be executed, a parameter tuple $(pk_{AS_B}, N, h)$ which is necessary for $CC$ to run its function Verify.

Step C5: Upon receiving the tuple $(\text{Verify}, (pk_{AS_B}, N, h))$, $CC$ executes function $\text{Verify}(pk_{AS_B}, N, h)$ to obtain the verify result $VerRes$ and sets event to $U_A$. The detail are as follows:
1. Get the domain cryptographic settings information:
   - At the phase of system initialization (Section 4.2), the information of digital signature algorithm $\text{Sign}_A$ and hash algorithm $\text{Hash}_A$ adopted in domain $A$ have been saved to blockchain as a form of key-value pair $(\text{Hash}_A(pk_{AS_B}), \text{Sign}_A, \text{Hash}_A)$, so as the value $(\text{Sign}_A, \text{Hash}_A)$ can be directly returned by $CC$ with the input of $h$.
   - The value returned by $CC$ is null. The function $\text{Verify}$ returns $VerRes$ with “Authentication server does not exist” to $AS_B$ and sets event to $U_A$, the event parameters include the $N$ and $VerRes$, then aborts $CC$.
   - The value returned by $CC$ is null. $CC$ continues to perform the next step.
2. Verify the signature:
   - After obtaining the value $\text{Sign}_A$, the next step is to verify the signature $\sigma$, that is, to verify the user interacting with $AS_B$ is indeed the owner of $pk_{AS_B}$. The function $\text{Verify}$ performs signature verification with the input $(N, pk_{AS_B}, \sigma, \text{Sign}_A)$.
   - The signature verification failed, the function $\text{Verify}$ returns $VerRes$ with “Signature is not true” to $AS_B$ and sets event to $U_A$, the event parameters include the $N$ and $VerRes$, then aborts $CC$.
   - The signature verification succeeded, $CC$ continues to perform the next step.
3. Verify the user identity information:
   - This step is to confirm the authenticity of the domain that $U_A$ claims to belong to, that is, to confirm whether the user corresponding to $pk_{U_A}$ actually belongs to domain $A$. At the phase of intra-domain authentication (Section 4.3), the user identity information of $U_A$ has been saved to blockchain as the form of key-value pair $(\text{Hash}_A(pk_{U_A}), \text{Hash}(pk_{U_A}, state))$. With the inputs of $pk_{U_A}$ and $\text{Hash}_A$ which obtained from (1), $\text{Hash}_A(pk_{U_A})$ can be calculated and used to query corresponding user identity information under normal conditions.
   - The result returned by $CC$ is null, which means $U_A$ doesn’t belong to any domain in blockchain. The function $\text{Verify}$ returns $VerRes$ with “Domain information is not true: the user in conversation $N$ does not exist” to $AS_B$ and sets event to $U_A$, the event parameter is the $VerRes$, then aborts $CC$. Otherwise, continues to perform the next step.
   - Checks whether $\text{Hash}_A(pk_{AS_B})$ (returned by $CC$) = $h$ (sent from $AS_B$). If it does not hold, function $\text{Verify}$ returns $VerRes$ = “Domain information is not true: the domain user in conversation $N$ claimed to belong to is not true” back to $AS_B$ and then sets event to $U_A$, the event parameter is the $VerRes$, then aborts $CC$. Otherwise, performs the next step.
   - Checks the value of state. if state = “false” which means the user identity information is unavailable, function $\text{Verify}$ returns $VerRes$ = “Domain information is not true: user in conversation $N$ is unavailable” to $AS_B$ and sets event to $U_A$, the event parameter is the $VerRes$, then aborts $CC$. otherwise sets $VerRes$ = “The information of user in conversation $N$ is true” and proceeds to the next step.
   - Sets event to the $U_A$ which is parameter of the $VerRes$, and returns $VerRes$ to $AS_B$.

Step C6: Mutual authentication.
So far, we have completed the unilateral authentication process between $U_A$ from domain $A$ and $AS_B$ in domain $B$, now $U_A$ can access the resource of domain $B$. However, in some cases, we need to consider one-to-one bi-directional authentication between users such as $U_A$ and $U_B$, which is exactly what Step C6 is going to do.

To be authenticated by domain $A$, $U_B$ in domain $B$ implements the authentication process with $AS_A$ in domain $A$ similar to Step C1 to Step C5 that described above. By this way, the trust chains $U_B \rightarrow AS_B \rightarrow U_A$ and $U_A \rightarrow AS_A \rightarrow U_B$ can be constructed, thus we can get a mutual trust relationship between $U_A$ and $U_B$.

5. Security analysis

Based on the definition and notion of authentication security in [38], the security of BTCAS is proved in this section.

5.1. Security model

The three-party BTCAS protocol is carried out by a set of parties $U \in \mathbb{P} = (I \cup R \cup S)$, which is initiator (user to be authenticated), responder (authentication server) and server (CC), respectively. We assume that $U \in I$ possess a long-term asymmetric key-pair $(sk_U, pk_U)$. Each party $U \in \mathbb{P}$ can take part in multiple executions of the protocol, both concurrently and subsequently, called a session. We use $\pi_i^U$ to refer to the $i$th session at user $U$. Associated to each session $\pi_i^U$, there is a collection of variables that reflects the local state of $\pi_i^U$ during the protocol.

- $\text{sk}_U, \text{pk}_U$: the long-term private/public key of $U$.
- peers: the list of identities of the intended communication peers of $\pi_i^U$.
- $\alpha$: the accept state of $\pi_i^U$, where $\alpha \in \{\text{running, accepted, rejected}\}$.
- $\text{identifier}$: the session identifier included in $\pi_i^U$.

During the execution of protocol, a polynomial-time adversary $A$ can interact with the participants of protocol via the oracle queries, which model on the abilities of an adversary in the real environment. The possible oracle queries are listed in the following:

- Send($\pi_i^U, m$): This query is used to simulate active attacks, in which an adversary may tamper with the message being sent over the public channel. The adversary gets the response message that the protocol would generate upon receipt of message $m$.
- Execute($U, V, W$): This query models the passive attacks in which the adversary eavesdrops the message exchanged among $\pi_i^U, \pi_j^V$ and $\pi_k^W$ in an honest execution of the protocol.
- Corrupt($U$): This query returns the long-term secret key of party $U$ which means party $U$ corrupted.

Definition 4 (Transcripts). A transcript $T$ is defined to be a sequence of communication records, where a communication record is a combination of query $\text{Send}$ and query $\text{Execute}$ made by the
adversary $A$, together with their responses. Let $T$ denote the set of all possible transcripts generated by $A$ running the protocol.

**Definition 5 (Partner function [38]).** A symmetric and monotonic partner function is a polynomial-time function $f : \mathbb{T} \times (\mathbb{P}_S)^T \times \mathbb{N} \to (\mathbb{P}_S) \times \mathbb{N} \cup \{\bot\}$ subject to the following requirements:

1. $f(T, U, i) = (V, j) \Rightarrow f(T, V, j) = (U, i)$.
2. $f(T, i) = [(V, j) = f(T', U, i) = (V, j) \text{ for all } T, T']$.

Instead of $f(T, U, i) = (V, j)$, we also write $f_i(\pi_U, i) = (\pi_V, i)$.

A session $\pi'$ is a partner if and only if $\pi' \in f_i(\pi)$.

**Definition 6 (Soundness of Partner Function).** A partner function $f$ is sound if the following holds for all transcript $T$. If sessions $f_i(\pi_U, i) = (\pi_V, i)$:

- $\pi_{U, i}, \pi_{V, i} \in \text{accept} \Rightarrow \pi_{U, i}.\alpha = \pi_{V, i}.\alpha = \text{accepted} \Rightarrow \pi_{U, i}.\alpha = \pi_{V, i}.\alpha$.
- $\pi_{U, i}.\alpha = \alpha \neq \pi_{V, i}.\alpha$.
- $\pi_{U, i}.\alpha = \alpha \neq \pi_{V, i}.\alpha$.
- $\pi_{U, i}.\alpha = \alpha \neq \pi_{V, i}.\alpha$.

We denote the advantage of $A$ in violating the security of $\Pi$ as $Adv^\text{TP-U-EA}(\alpha)$, and we say a two-party unilateral authentication protocol is a TP-U-EA secure protocol if for any polynomial-time adversary $\Pi$, the $Adv^\text{TP-U-EA}(\alpha)$ is negligible.

**Definition 7 (Two-Party Unilateral Entity Authentication (TP-U-EA)).** Let $\Pi$ be a two-party unilateral authentication protocol, and $A$ be a polynomial-time adversary which interacts with the real protocol $\Pi$ as defined above. We say that $A$ violates the security of $\Pi$ if one of the following conditions holds:

- Let the role of $U$ be the initiator, there exists a session $\pi_U$ with $\pi_U.\alpha = \text{accepted}$, and $\pi_U.\alpha = \text{accepted}$. Then there isn’t a session $\pi_V$ satisfies $f(\pi_U) = \pi_V$ before query $\text{Corrupt}(V)$.
- Let the role of $U$ be the server, there exists a session $\pi_U$ with $\pi_U.\alpha = \text{accepted}$, and $\pi_U.\alpha = \text{accepted}$. Then there isn’t a session $\pi_V$ satisfies $f(\pi_U) = \pi_V$.

We denote the advantage of $A$ in violating the security of $\Pi$ as $Adv^\text{TP-U-EA}(\alpha)$, and we say a two-party unilateral authentication protocol is a TP-U-EA secure protocol if for any polynomial-time adversary $\Pi$, the $Adv^\text{TP-U-EA}(\alpha)$ is negligible.

**Definition 8.** Let the protocol executed between initiator and server be $\Pi_1$, and the protocol executed between server and responder be $\Pi_2$. The three-party protocol $\Pi$ (described in Section 4) is a secure unilateral authentication protocol if, for any polynomial-time adversary $A$:

1. $\Pi_1$ is a TP-U-EA secure protocol.
2. $\Pi_2$ is a TP-U-EA secure protocol.
3. Supporting $\pi^1_i$ is an initiator session having intended peers $R$ (responder) and $S$ (server), then: $\pi^1_i.\alpha = \pi^1_i.\alpha$.

**Security.** Under the premise that the identifier is contained in the sessions, for a polynomial-time adversary $A$, let $\text{Success}^A_\Pi$ be the event that $A$ passes the authentication protocol $\Pi_1$, successfully, let $\text{Success}^A_\Pi$ be the event that $A$ passes the authentication of protocol $\Pi_2$ successfully, and let $\text{Success}^A_\Pi$ be the event that $A$ passes the authentication protocol $\Pi$ successfully. We can get the relationship: $Pr[\text{Success}_\Pi] = Pr[\text{Success}_\Pi^1] + Pr[\text{Success}_\Pi^2]$. The advantage of $A$ in violating the security of protocol $\Pi$ is defined as:

$Adv^\Pi(A) = |2Pr[\text{Success}^A_\Pi] - 1|$.

5.2. Security proofs

**Lemma 1.** Suppose the hash function is second preimage resistant, the digital signature algorithm is existentially unforgeable under an adaptive chosen-message attack and the blockchain is secure. Then, the protocol $\Pi_1$ executed between initiator and server is a TP-U-EA secure protocol.

**Proof.** Let $A$ be a polynomial-time adversary attacking $\Pi_1$. We use a hybrid argument to bound the advantage of $A$. The $Game_0$, $Game_1$, ..., is defined and the advantage of $A$ in $Game_0$ is:

$Adv^\Pi(A) = |2Pr[A \text{ succeeds in } Game_1] - 1]$.

**Game_0:** This is the original game in which $A$ interacts with the real protocol as defined in Section 5.1.

**Game_1:** This game proceeds as the previous one but aborts if the adversary $A$ can not make the event Collide happen. Therefore, $|Adv^\Pi_0(A) - Adv^\Pi_1(A)| < \text{negl}$. 

Collide: let Collide be the event that $A$ finds a new, valid public key that has the same hash value as the public key of user $U$.

**Proof.** By querying Execute, the adversary $A$ will get the information of protocol $\Pi_1$, including the public key of user $U$. Assuming that the event Collide occurs, then the adversary $A$ can impersonate a valid user $U$ with a legitimate conversation. The formula above follows by noticing that the hash function is second preimage resistant in BTCAS.

**Game_2:** The game aborts if $A$ does not succeed to make the event Forge happen.

**Forge:** Before makes the query of $\text{Corrupt}(U)$, the adversary $A$ makes an oracle query $\text{Send}(\pi^1_{U, i}, m)$ in which the message $m$ contains a valid, new message/signature pair for the public key of the user $U$. Therefore, $|Adv^\Pi_2(A) - Adv^\Pi_4(A)| < \text{negl}$. 

**Proof.** Suppose that the event Forge occurs, the algorithm $\mathcal{F}$ can be constructed to output a forgery against the digital signature with a non-negligible advantage. The formula above follows because the digital signature algorithm is existentially unforgeable under an adaptive chosen-message attack in our BTCAS.

**Conclusion of proof of Lemma 1.** Supposing that $Adv^\Pi_3(A)$ above cannot be ignored, we can construct a blockchain adversary $\mathcal{D}$ which breaks the security of blockchain as follows: $\mathcal{D}$ executes all the games for $A$. In response to Execute, $\mathcal{D}$ finds the public key with the same hash as the user’s public key. In response to $\text{Send}$, $\mathcal{D}$ creates a legitimate signature. Then, $\mathcal{D}$ can tamper with user data stored on the blockchain as mentioned in $Game_3$. This is inconsistent with the security of the blockchain, thus the advantage of $A$ is negligible.

**Lemma 2.** Suppose the blockchain network is secure. Then, the protocol $\Pi_2$ executed between server and responder is a TP-U-EA secure protocol.

**Proof.** The security of the blockchain yields the Lemma 2.

**Theorem 1.** Suppose the hash function is second preimage resistant, the digital signature algorithm is existentially unforgeable under an adaptive chosen-message attack and the blockchain network is secure. Then, the BTCAS is a secure unilateral authentication protocol.

**Proof.** Let the random number $N$ be the identifier of the sessions, by Lemma 1 and Lemma 2, Theorem 1 holds.

There is a problem we must emphasize. By default, the data stored in the blockchain is public and visible to all members who belong to the channel, which is a risk of privacy disclosure. To protect the privacy of user data, we only save the hash value into the blockchain instead of the data itself. The identity data of the user stored in blockchain have the privacy property since the hash function integrated into BTCAS is preimage resistant.

6. Efficiency analysis

In this section, we first make a comparison between our BTCAS scheme and some other schemes proposed before in terms of Universal, TTP-Independence, and No Certificate Management. Then we discuss the implementation details and evaluate the performances of our scheme deployed on Hyperledger Fabric.
6.1. Comparison with related schemes

In this subsection, we compare our BTCAS scheme with some typical PKI-Based works, IBE-based works, Blockchain-based works, and a universal work from many aspects, including Universal, which means this scheme allows different domains adopt various cryptographic settings, TTP-Independence, which tells us whether the scheme relies on TTP or not, No Certificate Management, which shows that whether the scheme involved in certificate management.

As shown in Table 3, only our BTCAS scheme supports all the features. The works based on traditional PKI have the burden of certificate management and IBE-based works necessitate the TTP (e.g., PKG) to generate private keys. And more, they require all participants to adopt a common cryptographic setting, which means that these protocols are “incomplete cross-domain”. Blockchain-based schemes further improve the efficiency of the authentication process and can get rid of the introduction of TTP, but these schemes are still not universal. Using the indistinguishability obfuscation as the main tool, Lan et al. [9] proposed a one-round cross-domain group key exchange protocol that can support cross-domain interaction from different cryptographic settings, however, a TTP needs to be introduced to choose a random key for the globally agreed domain parameter at the beginning of the protocol. In addition to blockchain, our BTCAS also takes advantage of the Smart Contract (chaincode in Hyperledger), and thus achieves the best performance.

6.2. Experiment performance

In terms of computation overhead, we implemented a prototype of our BTCAS scheme to evaluate its performance. The experiment is conducted using a server with Intel(R) Xeon(R) CPU E5-2680v4@2.40GHz processor and 250 GB RAM, running CentOS 7.6 (64 bit). We set up the blockchain network based on Fabric version 1.4.1, consisting of one orderer node and two organizations which maintain a different number of peer nodes (1-5) respectively.

We measure our BTCAS scheme depending on a blockchain performance benchmark framework, the Caliper [39], by modifying the parameters contained in configuration files. In the process of measurement, we focused on the property of throughput and average transaction latency by increasing the function request send rate. As a reference, we divide the operations involved in our chaincode into two types: Invoke operation and Query operation. The first is to create a new key-value pair data and store it into the blockchain network, which will change the ledger stored in every peer node belonging to the same channel (PublishDomain and PublishUser in BTCAS). The Query operation is to query the data stored in blockchain before, which obviously will not change the ledger (Verify in BTCAS).

System performance of Invoke operation: Considering 2 to 10 peer nodes, the throughput and average transaction latency of Invoke operation are shown in Figure 4(a) and Figure 4(b). In terms of different functions, we can easily see that the performance of the two functions is almost the same, even in different network environments. Figure 4(a) indicates that with the increase of send rate, the throughput rate increases linearly at the beginning, and then, the throughput rate tends to be steady with a maximum value. As shown in Figure 4(b), the average transaction latency keeps stable at first and then rises rapidly with the increase of send rate. After the send rate reaches a certain value, a higher send rate causes steady throughput and higher latency may indicate the server has a bottleneck. In terms of different network environments, Figure 4(a) and Figure 4(b) show that with the increase of the number of peer nodes, the maximum throughput decreases and the average transaction latency increases. As mentioned before, Invoke operation will change the ledger stored in every peer node belonging to the same channel which means the more nodes in the network, the more copies need to be synchronized. From Table 4, we can see the storage cost of function PublishDomain and PublishUser for different types of nodes. However, we need to emphasize that the security of the blockchain is based on a great deal of computing power and a large amount of full backup of ledger data, so its a trade-off between security and performance.

System performance of Query operation: As shown in Figure 4(c) and Figure 4(d), the throughput increases linearly with the increase of send rate all the time, and the average transaction latency increases slightly. The system performance of Query operation is largely consistent among the different networks. As shown in Table 4, the Query operation only queries the data stored in the blockchain instead of changing it, which means this type of transaction does not have the process of ordering and transaction synchronization between nodes, thus responses quickly.

By testing in the different network environment and configuration, it is clear that with the increase of the number of peer nodes, the performance of Invoke operation degrades, and the Query operation has stable and good performance. Because the system performance metrics of our scheme are mainly dependent on the blockchain platform Hyperledger Fabric, the experimental results are consistent with the results of [40] and [41] which conducted effective performance evaluations of Hyperledger Fabric. These works can be referred to get a more detailed performance of our scheme.

Since Initialization (PublishDomain in BTCAS) and Intra-domain authentication (PublishUser in BTCAS) is a one-off process in our BTCAS, we can omit this and focus on the cost of the phase of Cross-domain authentication (Verify in BTCAS) which has excellent performance. And we stress again that all the computation involved in authentication phase is completed by blockchain instead of the authentication server, the authentication server has almost no computational burden so that can provide authentication services for a large number of users.

Table 3

<table>
<thead>
<tr>
<th>Protocol</th>
<th>Type</th>
<th>Universal</th>
<th>TTP-Independence</th>
<th>No Certificate Management</th>
</tr>
</thead>
<tbody>
<tr>
<td>Protocol in [4,11,12]</td>
<td>PKI</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Protocol in [5,18-20,23,24]</td>
<td>Blockchain</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Protocol in [9]</td>
<td>Obfuscation</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Our Protocol</td>
<td>Blockchain</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>

Table 4

<table>
<thead>
<tr>
<th>Node type</th>
<th>Function</th>
<th>PublishDomain</th>
<th>PublishUser</th>
<th>Verify</th>
</tr>
</thead>
<tbody>
<tr>
<td>Peer</td>
<td>6.6MB</td>
<td>6.7MB</td>
<td>0MB</td>
<td></td>
</tr>
<tr>
<td>Orderer</td>
<td>4.7MB</td>
<td>4.7MB</td>
<td>0MB</td>
<td></td>
</tr>
</tbody>
</table>
7. Conclusion

Benefits from the technology of HyperLedger [30] with rich support of cryptography algorithm implementation, we realize a blockchain-based thoroughly cross-domain authentication scheme BTCAS which can achieve the goal of “thoroughly cross-domain” without introducing TTP. Our BTCAS scheme provides “thoroughly cross-domain” authentication for participants from different domains (with different cryptographic settings), which is more flexible for practical scenarios. Besides, with the security of the adopted underlying blockchain network, signature algorithm, and hash function, our scheme is provably secure in the standard model. We also implement our protocol on the top of Hyperledger and the evaluation result shows the efficiency of our scheme. We are currently considering integrating more algorithms like SM [42,43] algorithms into HyperLedger to further expand the application scenarios of our cross-domain authentication scheme. And for efficiency, a more efficient blockchain platform also needs to be proposed.
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